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This manual describes the basic assumptions made in TKC, the additional GUI elements and
advised working method of TKC for defining advanced model component toolkits for
MSC.ADAMS. Users following the basic rules described and the TKC features added to the
standard MSC.ADAMS/View graphical environment will drastically increase their efficiency in

defining, maintaining and improving custom toolboxes of project specific simulation
components.
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Installation of TKC

You have received a zipped file with a working directory of a TKC project. The files
to define all TKC functionality are included and are defined to set up a so-called local
installation. This means that all names and directories are defined relative to the
current working directory. Users can move and rename directories after the instal-
lation as long as correct changes are made in the respective *.cfg files. For more
understanding of the TKC system files and directories we refer to the files section in
this manual.

Installation and first ADAMS TKC session

Unzip the Zip file into a working directory (say C:\My_Work).

Check the files and directory tree in the working directory (read the files section).

3. Start ADAMS with the current directory as the working directory (or create a
shortcut on your desktop in Windows so you start ADAMS with the desired wor-
king directory as start-up directory).

4. The ADAMS system file aview.cmd will define an additional button on the main
menu enabling you to load the TKC system. You can rename aview.cmd (i.e. to
aview_.cmd ). In this case the button will only appear after manually loading this
*.cmd file.

5. In the first session, ADAMS defines all TKC macros and dialogs and creates a
partial binary. This may take some minutes (depends on machine speed). In follo-
wing runs, TKC loads from the bin file in a few seconds. The partial bin file can
be deleted either from the TKC menu or manually.

6. The graphical user interface (GUI) of TKC toolkits use the ADAMS Standard
Toolbar (from now on this TKC Standard Toolbar will be named TST). Right
clicking on the MSC logo on the right hand side will open a toolkit specific menu.

N =

Loading your first assembly model (A Cone on two discrete beams) is done using the
following sequence of clicks:

tilities

Click on the Assembly Loader button in the TST: ' gif and Adjust the Assem-
bly Loader Dialog input fields so it is identical to the picture below. The different ele-
ments in the dialog will be explained later in this manual.

nA ssembly ‘Cone Tra: kﬂ == 23 |1
Model || MODEL_1
Assy File ‘Cnne Tracker |DFM J b

=== Assembly '[DFM)/Cone_Tracker ===

The Model [ MODEL 1

Segments |1U

Load |Comp\ete j‘FuII_&sse*‘:l_.- J :0:,

Basically it means that you want to load the assembly Cone_Tracker from the Shared
DFM Toolkit Assembly library into the existing Model_I. Before loading this model
assembly, the number of segments in the two discrete flexible tracks can be set using
the Segments parameter of the assembly.

Description of the TKC Toolbox Page 3



Click on Load in the Assembly dialog to load the assembly into the current model.
The model behaves like it would in plain ADAMS. You can start changing it or run a
simulation directly as you would in a normal ADAMS session.

The assembly dialog is quite loaded with functionality. Much coding has been inves-
ted in this dialog, also because it is completely generic and is one of the 4 main
dialogs used throughout TKC. The image below illustrates the dialog for a cable

based assembly file.
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Overview of the functionality of the TKC Assembly Loader Dialog
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The TKC Standard Toolbar

The TKC Standard Toolbar (TST) contains a number of often used buttons to manage
objects, data, utilities and assemblies:

ESR,.

- = D { ’\..' ":E'i :l: ©

W Animate [ Icons g £
M Ribbon I~ Debug | e |

User Logo Components Comp. Data Loader Loader TKC Switches Toolkits Stack

TKC Edit TKC Edit TKC Assembly Utility Additional Loaded TKC

From left to right the TST contains:

The TKC User Logo, an info string is shown on mouse over,

The C_UDE List button shows the list of existing TKC component objects in the
current model. After selection of a C_UDE, the C_UDE moditfy dialog will be
displayed.

The D_UDE List button shows the list of existing TKC component data objects in
the current model. After selection of a D_UDE, the D_UDE modify dialog will be
displayed.

The Assembly Loader button opens up a dialog to open a special group of TKC
assembly macros. Assembly macros (with file extension mac_assy) contain lines
creating D_UDEs and C_UDE:s to create a complete model assembly.

The Utility Loader button. Utilities in TKC are macros from one of the TKC
libraries. Typically a TKC utility is an enhanced ADAMS macro (with file exten-
sion *.mac) which is loaded dynamically from a macro file browser. Standard
Utilities are a group of utilities that users can put together as their personal
favourite. A stack of icons is presented for more intuitive loading of these utilities.
The different Toolkit specific dialogs for all loaded TKC toolkits can be displayed
from the button stack stored in the Toolkit Dialogs button. A Toolkit specific
Dialog is a generic dialog containing buttons to display dialogs for creating toolkit
specific C_UDEs, and/or D_UDEs or executing toolkit specific Utilities.
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About TKC and TKC-based Toolkits

The TKC toolbox is a set of macros and dialogs defined in the ADAMS/View

command language and dedicated for models in ADAMS. The purpose of the TKC

toolbox is to manage, maintain and document a user toolkit. The TKC toolbox creates

model objects called C_UDEs (for components) and D_UDE:s (for data objects). The

definition of C_UDEs and D_UDEs resembles the so-called ADAMS UDEs (User

Defined Entities). A UDE can be considered as a component in a model, possibly con-

taining a hierarchy of other (sub-component) objects. Some advantages of using

macro defined UDEs in models are:

o Allowing for structured modeling,

o Automating the modeling work so more complex models can be created,

o Capturing the proper dynamic modeling of component dynamics in user macros
for certain model building blocks often used in certain companies or projects (i.e.
knowledge capture).

In ADAMS, users can define new UDE types to define a more readable model struc-
ture. In TKC this functionality is further automated leaving the user with simple inter-
active and intuitive modeling tasks, even when creating and modifying UDEs and
user dialogs in a toolkit. Thus, several toolbox development and debugging tasks are
supported in a TKC-based toolkit.

More on TKC UDEs

The main purpose of TKC is to offer an environment in ADAMS that supports the
advantages of using macros for model components and does not restrict users in wor-
king with macro based models. One of the main reasons for not using the official
ADAMS UDE objects in TKC is because they are stored as entities in the ADAMS
binary. For this reason, models containing UDEs can only be loaded into an ADAMS
session that already has the correct UDE definition loaded in the main database
(aview.bin). As this was considered to restricting, the UDE concept was aborted
during the development of TKC. Instead, all C_UDE and D_UDE objects are defined
as standard ADAMS design variables with are flagged by the presence of string
variable children with reserved names (C_UDE_Type and C_UDE_SubType) to
define the component type and subtype (i.e. .Model_1.Strut_YPos.C_UDE_Type and
.Model_1.Strut_YNeg.C_UDE_SubType).

Two main UDE types are defined in TKC: C_UDEs and D_UDEs. The main use of
C_UDEs and D_UDEs will be discussed shortly:

C_UDE or Component-UDE
This type of UDE is used in TKC to store (or contain) equations and objects typically

for model Components. The difference between C_UDEs
and normal ADAMS UDE:s is explained by a light bulb
example. In normal UDEs the complete light bulb and all
model components (parts, for- aiia ces etc.) used to model it
would be stored as one single BER 2" UDE entity (all UDE objects
are children of the UDE in the —ih—'*]— ADAMS database). Thus, if

there would be a separate part for the glass bulb in the UDE it could be named
MyBulb.Glass_Part. In a light bulb C_UDE, only the definition and interface of the
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socket are defined as children of Design Variable MyBulb. The typical use of variable
MyBulb is indeed to be the interface for the light bulb C_UDE, so macros and utilities
can communicate to it and connect it to other C_UDEs (i.e. the fitting for positioning
and input of electric power).

For a light bulb, there might be an input parameter named Reference of type Marker
in the definition of the light bulb C_UDE. This input parameter Reference introduces
the name of an existing marker to light bulb UDE instances. By passing the marker
object Reference to the internal structure of MyBulb, equations can be defined to
create the fitting and the glass of the bulb. All other components of the light bulb
(including the light emitting parts, i.e. the parts that do the work), are defined in a
C_UDE creation macro (with extension mac_cre) using a Comp__Base naming
method. In this method, Comp represents the name of the C_UDE (in this case
MyBulb) and Base is the name of the light bulb component (i.e. the glass part). The
two underscore characters cannot be omitted and the complete name thus links the
(glass part) object to the correct light bulb C_UDE. Thus, if an ADAMS part would
be created for the glowing spiral of the bulb, its name could be defined as
MyBulp__PartSpiral.

D_UDE or Data-UDE
This type of UDE is used in TKC to define model parameters used by C_UDEs. For
the light bulb C_UDE, typical parameters are the geometry of the light emitting
elements, (i.e. the radius of the glass and possibly the resistance and other properties
of the wires). Thus all parameters specific to a C_UDE are stored in one Model object
with a unique D_UDE Type.
For a round shaped Light_Bulb of toolkit EFC (Electric Furniture Components) the
definition code of the Data object is defined as EFC.Light_Bulb.Round.Data.
The Data Type and Data Subtype definition of a light bulb data object are stored in
strings variable children of the light bulb data object:
e _Model_I.Data_My_Bulbs.D_UDE_Type String = “EFC.Light Bulb” for the
Data Type definition
e _Model_I.Data_My_Bulbs.D_UDE_SubType String = “Round” for the Data
Subtype definition

As was already described in the text, the D_UDE_Type and D_UDE_SubType string

are used as flags to denote that:

e _Model_I.Data_MyBulbs is a D_UDE object with data for one or more C_UDEs,

e The parameters are typically defined to be used by one or more C_UDE objects of
type EFC.Light_Bulb.Round. Different C_UDE model instances, all using the
same D_UDE object will therefore have identical parameters such as radius, color
and other parameter settings. Moreover, changing the data in Data_MyBulbs will
automatically change the characteristics of all C_UDEs using this D_UDE as they
are all parametrically attached to it.

Sub Components
The use of sub-components is a recent extension of the TKC functionality. Further
explanation is available in animations of typical sub-component definition sessions.
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TKC features and properties

The functionality and added value of TKC has many usage oriented items. The follo-
wing list shows some of the starting points for developing TKC and thus increasing
the user experience of ADAMS Multi-body simulation users.

(@)
o

Minimal actions are required to define, register and update ADAMS toolKkits.

In TKC, generic dialogs are used as GUI for managing of C_UDE and D_UDE
instances. In effect, there is no need to create and maintain any user dialogs for
new defined Component types in a toolbox. In case users need special dialogs, i.e.
with cross linking of fields and special objects such as radio buttons, they can be
created and maintained in the same TKC toolkit directory. In general however this
is not advised as the work in designing and maintaining user dialogs can be quite
time intensive.

All generic dialogs used to manage C_UDE and D_UDE instances are linked to
the on-line help files defined in the toolkit.

TKC allows for deleting, copying and editing all toolkit components. Thus, new
UDE entity types can be defined and registered by making a copy of existing
UDEs and making the desired modifications. All toolkit edit actions can be done
on-line in an interactive ADAMS modeling session. As all toolkit data is stored in
ASCII files, it can also be done manually. Toolkit functionality is available once
the toolkit name is registered in the tree of TKC configuration files.

Updating of model modifications in a C_UDE is supported interactively. The met-
hod is based on automated writing of C_UDE model lines to the C_UDE macro
file using the ADAMS macro syntax. This functionality prevents a large part of
the hand-based work (typically starting from copying and pasting from the model
*.cmd file) that is classically required when making a macro in ADAMS. Another
advantage is that the macros are written in a strict syntax allowing for extra checks
when loading and defining the UDEs as model components.

A large part of the on-line documentation for a toolkit is created by extraction and
re-arranging of ASCII data from the toolkit definition. For this purpose, TKC has
a tool called UDE_Manual and dialogs UDE_Visual and UDE_Manual.

Properties and aspects of a TKC based Toolkit

Definition and storage of a TKC based toolkit is based on an intuitive set of rules. In
the following list of toolkit properties we assume a toolkit named MyKit.

O

O

All toolkit files are in ASCII format in a single toolkit directory. This toolkit
directory typically resides in the TKC_Site directory and is named MyKit.

The main functionality and list of C_UDEs and D_UDE:s in a toolkit and their
respective interfaces is stored in the toolkit configuration file _MyKit.cfg.

If the name of a certain macro or tool is not included in this file, it is not regis-
tered. Thus, UDE or utility files can exist in the toolkit without being visible to the
user. Only after being registered in _MyKit.cfg, they can be activated from the
TKC dialogs.

A strict naming convention is applied for all files and objects in a toolkit. In the
example below this is illustrated.
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o The type name of a C_UDE object is [MyKit].[MyType]{.[MySubType]}. The
complete type name of a D_UDE is [MyKit].[MyType]{.[MySubType] }.Data. The
{ } indicates that UDE objects can also be defined with a blank Subtype.

o The name of the macro file defining this component object is:

[MyKit]_[MyType]{_[MySubType]}.mac_cre in the root of directory MyKit,

o The name of the macro file defining the data object is:

[MyKit]_[MyTypel]{_[MySubType]}.mac_dat in the same directory.

o In the creation process of a C_UDE in a model, the typical sequence is:

1. The user selects which sub-type of C_UDE he wants to model (i.e. Rigid or
Flex) and creates the appropriate D_UDE object (or refers to an already exis-
ting model D_UDE object).

2. The C_UDE will be created, referring to the D_UDE. In all C_UDE objects, a
parameter named MyUde.Data_Name holds the name of the D_UDE object
used.

o No limit exists for the number of C_UDE instances referring to a single D_UDE
instance. Thus, a minimal amount of design variables is defined in a model. Also,
all C_UDEs referring to a D_UDE will be updated automatically when design
variables in the D_UDE are changed.

Example Toolkit Component: MBS (Multi-Body Samples)

Suppose a toolkit MBS is defined to store and use simple multi body components. One
of the components is a robot arm fixed to a support frame. Of this robot arm model, a
rigid version exists that is modeled as three un-deformable parts linked with ideal fric-
tionless joints. This arm model is parameterized with a limited number of design
variables and can be used for simple exploratory simulations. Also, a more complex
version (sub-type flex) exists of the robot arm. In this version, the bodies are defined
as flexible using a discrete flexible approach. The flexible structures are linked
together at the arm hinge locations using non-linear spring-damper elements with
friction. This model was actually made after learning the basics from the rigid arm
and was defined by adding complexity to the rigid arm model components. Finally,
the flexible arm model is stored as a separate C_UDE entity so it can be used in
parallel with the simple rigid version.

This results in the following toolkit components:

o UDE entity MBS.Robot_Arm with subtypes Rigid and Flex. Only one C_UDE
type (MBS.Robot_Arm) is defined for the two sub-types (to check: use info on the
UDE object). The reason for this is that the UDE only contains the interface
variables (i.e. Carrier to define the frame to which to connect the arm to). The
users can verify which arm type has been modeled from the UDE variable
.Model_I1.MyArm.C_UDE_Subtype. The value of this string type design variable
will either be Rigid or Flex.

o Using a strict naming convention, the arm model elements (parts, forces etc.) are
defined as entities belonging to the C_UDE MBS.Robot_Arm. This means they are
all named
o _Model_I.MyArm__[XX] (for parts, forces, constraints etc.) or
® . Model_I.PartName.MyArm__[YY] (for part children such as markers, points

and geometries)
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o The design variables to define geometry and force components (stiffness, damping
etc.) for MBS.Robot_ Arm C_UDEs are stored in D_UDE arrays of type
MBS.Robot_Arm.Rigid.Data or MBS.Robot_Arm.Flex.Data. Due to the different
modeling methods used, different parameters are required for the two C_UDE
subtypes (i.e. a Flex Arm requires other variables than a Rigid Arm).

I MBS toolkit dir. view in Win. Explorer |

TKC b TKC_Ste »

,l MBS toolkit Dialog |
4 AR L LI

= = MBS Hinge_Root
—w—————Crn Comp. Dialog
Reterence [Fiomwy MBS Hinge_Root
- Camer [Model_1Ground —..
N New C_UDE Root Comp. Data Dialog
Creats | Oui | tanage | A \

T Ovta_Rioot of Type MBS Hinge_Root uAs =
[m A AT =
IR +00EL_1 Osta_Root 3|
| Sub Type [ Basc =]
I e R R
| | Len_Speng ©m Reat
| Lon_Top_Aem  [@im) Reat
|3 Len Bt Am  [70 Reat
| 3] Lon_snan ) Reat
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| o0
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| oS
3 I —
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| Froma] wrse [Gata_oot [see =l
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| MBS toolkit config. file: _MBS.cfg V

Directory structure, files and dialogs of a typical TKC toolkit
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TKC File and Directory Structure

Files and directories for storage of TKC components are defined at five levels:

1.

4.

5.

User Project level : where specific data is stored for individual users or projects
(i.e. which toolkits to link, what look-and-feel to apply, a directory with user
model data, a set of project specific utilities),

Site level: where toolkits and data directories are defined applicable for all users
in a so-called Site. Typically this is used to share toolkits between colleagues,
Shared level: in this level all commonly distributed TKC toolkits and data are
stored. The GUM (General Utility Macros) is stored in this level as well as some
utilities and data files (typically used for samples),

Toolkit level: all toolkit functionality is stored in a toolkit directory, the name of
this directory is identical to the name of the toolkit,

Code level: to define all code used in the TKC toolbox.

Files and sub-directories in each TKC level will be briefly discussed.

User Project level file and directory structure

The following files and directories are typically present in a TKC/ADAMS working
directory. (Note: most ASCII files mentioned can be text edited and/or exported from
ADAMS):

O

_TKC_User_Data.cfg (file) All TKC system information is stored in a tree of
configuration files. This tree starts with the file _TKC_User_Data.cfg. This file
either exists for each ADAMS user in the user Home directory (i.e. Documents
and settings/user) or for each project separately (in the user project work
directory). Besides user specific data, this file defines the TKC system root direc-
tory. On default, this directory contains:

o TKC_Shared: the directory with Shared TKC toolkits and other data,

o TKC_Site: the directory with Site unique ADAMS toolkits (i.e. Company

proprietary information),

o TKC_Code: the directory with all TKC macro and command files
aview.cmd (file) a standard file name used by ADAMS to load certain data in an
ADAMS session. A standard version of this command file is included in the TKC
package to load the user data and define a button to load the remainder of the TKC
functionality. This file can as well be stored in the user Home directory.

_Data (dir) Contains model data files to be read by D_UDEs. Data for each
D_UDE can be written and read to files with a fixed extension. User libraries can
be defined as sub-directories of _Data.

_Assy (dir) Contains assembly files to create complete macro structures in
ADAMS models. Assembly files contain lines defining D_UDEs and C_UDEs
(possibly to create a complete model) in the ADAMS/View command language.
Users are advised to work from assembly files for creating new models. The Make
Assembly utility can create new assembly files from existing models.

_Util (dir) Contains project specific utility macro files for a range of utilities such
as changing project specific model parameters or commands to automatically
perform tasks (modelling, simulation and post processing).

Site level file and directory structure

The Site level in TKC is used for all macro and data files that are typically used by
ADAMS users in a company. It contains a selection of all TKC Site toolkits. For
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confidentiality reasons, users typically receive a minimised version of the Site
directory only containing directories with user specific toolkits.

O

TKC_Site (dir) The directory with Site TKC toolkits. User toolkits are stored in
separate sub-directories of TKC_Site. Two *.cfg files are stored in TKC_Site.
_Site_Data.cfg (file) A configuration file to define all Site specific TKC settings.
The cfg files are readable and are briefly documented using ADAMS comments
MyK:it (dir) all TKC Site toolkits are stored in sub-directories of the TKC_Site
directory.

Shared level file and directory structure

The shared level in TKC is used for all data supplied with the TKC package. This
includes:

O

o O O

_Assy: (dir) contains shared sample assembly files,

_Data: (dir) contains a tree structure of data files for a range of C_UDE types,
_Util: (dir) contains shared utility macros,

GUM: (dir) A toolkit with a wide variety of General Utility Macros and compo-
nents. Available components are for defining component-to-component contact as
well as a more elaborate spring component.

CAD: (dir) A toolkit with specific utilities and model objects to support working
with CAD package based geometry data.

CAMS: (dir) A toolkit defining typical (force based) machinery components such
as pin-in-slots, linear guides with friction and CAMS for different purposes,
DFM: (dir) A toolkit defining flexible objects defined using a Discrete Flexibility
Method. Available components are straight and curved struts and plates.

EMO: (dir) A toolkit for Executable Model Objects. Objects in this toolkit have
the purpose to define run- and post processing type data and actions in a model.
Using EMO objects, users can include an automated simulation and reporting
processing structure in a model.

Toolkit level file and directory structure

Depending on toolkit functionality defined, the following files can be found in the dir-
ectory of a TKC toolkit:

O
(@)

_MyKit.cfg (file) a toolkit configuration file defining all toolkit components.
_MyKit.bin_[Vers] (file) the toolkit partial binary for storage and rapid retrieval
of all toolkit definitions, utilities and dialogs. As ADAMS binaries are not always
version independent, the extension is completed with a lower case ADAMS
version string (i.e. 2013_1 or 2014) denoting in which ADAMS version the binary
is defined.

Bitmaps (dir) TKC supports automatic creation of bitmaps on buttons and other
applicable GUI elements. Each C_UDE and D_UDE creation button and toolkit
tool button will be illustrated with the appropriate bitmap in case a bitmap file
exists. The format used for bitmap files in the ADAMS GUI is the *.xpm ASCII
format, which can be created with programs such as Icon_XP. The base names of
the bitmap files is identical to the base names of the *.mac_cre macro files.

Help (dir) The directory where TKC expects on-line help files to be. In the current
TKC version, file MyKit.pdf or file Mykit.txt will be loaded if available.

*.mac_cre (files) Macro files for definition of C_UDE types. The files are defined
in a strict syntax to allow for automated checks on macro parameters. UDE defi-
nition macros are seen as products of the TKC toolbox. Thus, documentation of
the macro contents has a high priority. The *.mac_cre and *.mac_dat files can be
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defined automatically from a model. The readability of the macro is even main-
tained while making changes to C_UDEs and D_UDEs. Thus, the macro files are
quite useful for (automated) documentation purposes.

o *.mac_dat (files) Macro files for definition of D_UDE types. D_UDE instances
are data arrays in a model. The children of a D_UDE represent design variables
(i.e. mass, stiffness, positions) to be used by C_UDEs. The following naming con-
vention is used for the macro files:

o [MyKit]_[MyType] _[MySubType].mac_cre to define the C_UDE,
o [MyKit]_[MyType] _[MySubType].mac_dat to define the D_UDE.

o *.mac_del (files) The deletion of a C_UDE instance may result in errors when
objects are deleted that are referred to in other model objects. To prevent this, an
optional *.mac_del macro file can be defined to disconnect the C_UDE instance
from other model objects prior to its deletion.

o Dialogs: (dir) Utilities in a toolkit can use dedicated dialogs. The required *.cmd
file to define the dialog is stored in the dialogs dir. (i.e. the dialog for the utility
MDT.MyUtil is defined in the file MDT_MyUtil.cmd).

o Util (dir) Toolkit utilities are macros to perform certain tasks (i.e. setting initial
velocities to a selected range of model entities).

o SubComp (dir) A directory containing *.mac_* files for sub-components defined
in this toolkit. Sub components are a further level of model building blocks.

o Data (dir)

o Assy (dir)

TKC System level file and directory structure
A selection of the files and directories in the TKC toolbox is listed. Users typically
will not see or edit these files, unless for code reference or modifications to the TKC
functionality. Note: no guarantee of proper functionality can be given after users have
made modifications to these system files without consent of the TKC developers.

o TKC_Code The library with all TKC macros and dialogs,

o TKC_Code/TKC The core TKC macro functionality.

o TKC_Code/TKC/_TKC.Bin_[Vers] A partial binary file with all TKC macros,
dialogs and other functionality. The file can be created, deleted and updated in any
TKC session. You can delete the TKC partial binary by: TKC, Lib Management,
and Del TKC Binary. The binary file can also be deleted manually. After re-
creating the binary file, all TKC core functionality will be updated from all ASCII
based macro files.
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The TKC Graphical User Interface (GUI)

The Toolkit Dialog

All Functionality of a TKC toolkit is stored in a generated toolkit dialog box.

Toolkit Label D_UDE Stack

Util Stack
Toolkit Bitmap
C_UDE Stack
/
DFM: Discrete Flexibility Macros / T

= | =% == |2 22

D orm %
<5 = |Gt
W TestRig
M | M W Beam Create
‘ , — XY-Plots | (Mon|-Linear
¥ g ' M b |l
B art on Strut
L # - FEM Beams + Joints JQL
@ 507 -Plots W# 'l.::_: Cross Hinge ﬁ Tube Create| Sub Strut

TKC Shared Discrete Flexibility Toolkit dialog Box

The picture above is a summary of the functionality stored in the DFM shared TKC
toolkit. The red arrows denote the response of the dialogs after a left-click on the
toolkit bitmap (horizontal-vertical swap) and after right-clicking the button stacks for
components, component data and utilities. Each bitmap in the button stacks shown
activates creation of a component (C_UDE Stack), creation of data for a component
(D_UDE Stack) or opening the dialog for a utility macro (Util Stack).

ADAMS button stacks have the following features:

(@)

An ADAMS button stack GUI element can be recognised from the small black
triangle at the right hand side bottom.

When the right mouse button is used on top of a button stack, a matrix of buttons
is shown.

Buttons can have labels or bitmaps stored in the button stack.

The user can select any of the buttons in the matrix, thus activating the commands
stored under the button.

After activation of a button of a button stack, the stack shows the label or bitmap
of this most recently activated button.
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The generic Component or C_UDE dialog

Two generic dialogs for creating, deleting and modifying C_UDEs and D_UDEs are
at the core of TKC. Normally, when developing new toolkits, programmers will not
spend much time in tuning and tweaking a dialog of yet another entity. This is the
main reason why TKC dialogs are created in a generic way. As only two dialogs exist
for managing any C_UDE and D_UDE, much effort was invested in optimizing these
dialogs. Moreover, different clones of the dialogs can be opened in parallel. Thus,
users can manage different types of UDEs (or even the same UDE) simultaneously.

Quick help is available whenever possible. While using the dialogs, many of features
will already be clear from the quick help while hovering over the respective area.

component help object type: Kit Type SubType

adjust dialog layout

Z HT> Ynlicopter Basic Ob]eCt selector

componentname  <| _Help |
component data [model 1Hee s}

componentinfo type *.xmp bitmap

dialog feedback

Data ||.model_1.Data_Helo ﬂ,,, ]
Info ult] oy
D_UDE <Data_Helo> has <0> Sub-Components
arameter name |abe| <-—) Reference |.model_1.ground.Ref_Helo =
P [~~~ Canier [ . model_1.Ship_Body ! parameter Value

additionalinfo —— e

info text snippets

standard dialog utils

Set Del ‘ ManageL

\\ manage sub-components
delete component

create /modify / update component

The different objects in the dialog will be discussed briefly:

o Title Bar Dialog header adjusts to name of C_UDE type to be defined.

o Help Normal on-line help on the toolkit is available via F1, the help button opens
up help on the dialog itself, about TKC and the toolkit structure,

o Bitmap If a bitmap of the C_UDE type is defined, it will be shown here,

Info Buttons Used to paste user, time or date info to the Info field

o Info Labels For printing information on the creation process. Color indicates new
(yellow) or existing objects (green),

o Comp. Data The Data button can be pressed to open the D_UDE dialog to create
or use a data UDE instance. If the D_UDE dialog is used to change the sub-type,
the Title Bar will reflect this change,

o Name Field Input field for the name of the new or existing C_UDE. Use the s
button to select an existing C_UDE.

o Input Labels The labels of parameters reflect the parameters base names,

o Set Button In case of a new C_UDE, the label of this button is Create, for an
existing C_UDE the text is changed to Set,

o Del Button Deletes the C_UDE. If provided, a *.mac_del deletion macro will be
called prior to deleting all C_UDE children.

o
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The generic Component Data of D_UDE dialog

Besides the C_UDE dialog also a generic D_UDE dialog is available in TKC. Similar
remarks apply with respect to the applicability and cloning features of this dialog.

componenthelp object type: Kit Type SubType

adjust dialog layout

comp. data name
comp. data subtype

comp. data info
dialog feedback

object selector

BB

Fosi oo Frle—"type *.xmp bitmap
Sub Type | Basic v
info _|["<03052010: SetwpforRuni  u] t] d

X Data_Helo ~f Type HTS.Helicopter

info text snippets

data array variable +| Col_Body colors. GREEN 01 Colo data array variable
Id / / I +| Col_Components |.colors.RED 02 Colo > . .
slider / name / value . P e £ index/ task info

Col_Probe .colors. YELLOW 04 Colo

library selector ——>|{suete [ “psus
Fi Helo_Body Helo_Body 06 File
file selector ———> || mail_section  [Tail_Section 07 File
ki MLG_Right None 08 File
ki MLG_Left None 09 File
scroll buttons Y Main Rotor | jorse top of view selector

- | A | v ||l soy ] :
,»‘_“_d_a}gM/_O buttons\> T e — data library selector

_info | W.Expl™ Any |<——— additionalinfo
=l ¢ cill€—— standard dialog utils
\ \ variable list filter
current data file base name
update variables from dialog / \

delete comp. data object
Generic TKC Data UDE dialog

Description of the TKC Toolbox Page 16




Typical aspects to consider using UDEs and macros

o Some kind of version control must be used (which version of a macro works with
other macros). In TKC, ADAMS models can be stored in assembly files contain-
ing only creation calls of UDE components and data components.

o Users tend to hesitate from defining extra model components in a macro-based
model. While the macro part of the model can easily be re-created, the additional
model components are much harder to re-create in an updated model. In TKC, the
complete model can be exported automatically to an assembly file. This file is
written in the ADAMS cmd language and is actually an ADAMS macro. The
Non-UDE model components can either be hand-added to the assembly file or can
be added in more or less automated methods. Depending on the number of objects
defined different methods for capturing this information can be applied.
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Placeholders used in this documentation
The following placeholders are used in the description of the C_UDEs and D_UDE:s:

@)

o
o
O

(@]

[..] Represents a placeholder. Typically used as an input parameter of a UDE;
[U] Placeholder to define the name of the UDE entity;

[D] Placeholder to define the name of the UDE Data entity;

[M] Placeholder to define the name of the model, in most cases the model name
has been removed for readability purposes;

LRT shortcut to define the (often used) Loc_Relative_To(...) expression;

ORT shortcut to define the (often used) Ori_Relative_To(...) expression;
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Creating and Using a new Toolkit Component

Introduction

In this Chapter, the creation of a new TKC component (or C_UDE) will be explained
step-by-step using the example of a simple rigid motion driven manipulator arm. A
number of steps will be used to illustrate the complete process. Where possible and
applicable the work of the previous step will be used.

1.

2.

Creating the component as a non-parameterized model object, requiring a
minimum of actions.

Parameterization of the component in a default ADAMS method. Different para-
meterization methods are possible in ADAMS. The example will also illustrate the
advised method for model parameterization.

Defining the component as a registered TKC C_UDE with its D_UDE for data
storage. By renaming objects defined in 2), existing objects will be captured into
the model entity of the C_UDE. Finally, the C_UDE (*.mac_cre) and D_UDE
(*.mac_dat) creation macros will be defined by automated storing of the model
equations into a text editable file.

Once the C_UDE is registered (and tested) we can define a complete TKC assem-
bly structure (i.e. a complete Base-Arm-Hand robot) on-the-fly and use the
automated assembly extraction to create the version independent assembly macro
file.

Description of the Component

The component description reads as follows:

A marker is defined on an existing Carrier part at the location of existing marker
Reference under an angle about the z-axis of Reference.

Part Arm_Part is defined as a simple rigid link geometry pointing from Reference
to the end marker called Ref EndPoint. Length, width and thickness of the link
will be parameterized in a later phase.

A Revolute joint and a Motion are defined at the origin of Arm_Part between
Arm_Part and Carrier

Note: The pictures in this chapter were generated in an older version of TKC. Please
replace all instances of Arm_ by Arm__ as TKC now works with a double underscore

to distinguish between C_UDE object name and C_UDE children.
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Building the non-parameterized component

In the first phase, preliminary naming will be used. In a later phase, when capturing
the components into the C_UDE, you will rename certain components. At that point,
an explanation will be given why and for what purpose this is done. Some steps in this
phase may seem quite superfluous and over-complicated but the merely serve to
illustrate creating the most readable and minimal component.

Load the TKC toolkit, use setting MKS and set the grid to Fix fo View. Rename

the model to Mdl (just to match with text following)

Create a marker on Ground, for convenience use orientation = view (i.e. z-axis

perpendicular to the view). Name this marker .Mdl.Ground.Ref_Robot.

Create a Link, starting from Ref_Robot, pointing to the right. Rename the new part

to Arm__Part and the link to Arm__Part.Shape (just to illustrate the relative un-

importance of geometric entities in ADAMS).

Create a revolute joint with Arm__Part as first part and Ground as second part.

Rename the joint to Arm__Revolute, and inspect three markers at the joint

location. Two markers are used by Arm__Revolute (one on Ground and one on

Arm__Part. The third marker is the I_Marker of Arm__Part.Shape. A powerful

method for verifying this (please do so) is by retrieving the info of Shape and

Arm__Revolute and/or opening the respective modify dialog.

To obtain a clean model, we want to minimize the number of markers used. We

can do this by using the I_Marker of Arm__Revolute also as I_Marker for Shape.

This will be done in two steps:

1. Rename the I_Marker of Arm__Revolute to Arm__Part.Reference and the
J_Marker of Arm__Revolute to Ground.Arm__Reference

2. Open the modify dialog for Arm__Part.Shape and replace the I_Marker used
(probably called Arm__Part.Marker_2) by Arm__Part.Reference. Now
marker Arm__Part.Marker_2 is superfluous and can be deleted.

Rename the J_Marker of Arm__Part.Shape to Arm__Part.Ref_EndPoint. In a later

phase this marker may be used by other components, i.e. as reference marker for

the next mounted manipulator arm.

Create a motion Arm__Angle on Arm__Revolute and prescribe the function for the

motion displacement as 30.0d*STEP(Time, 1.0,0.0, 3.0,1.0). The input angle of

the Arm will change using a polynomial function from zero degrees to 30 degrees

from time is one seconds to three seconds.
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Joint |.Md|.pﬂ\rm_Rev0Iute

Jaint Type | revalute

Direction | Rotational

-l
Define Using |Functi0n j

Function (time) |30.0d * STEP(Time, 1.0,0.0,3.0,1.0)

Type | Displacement

Displacement IC |

Yelocity IC |

e The figure above shows an overview of the model (Arm__Part components in red,
Ground markers in green, Arm__Revolute in Cyan and Arm__Angle in yellow).

¢ Now the arm component is ready and we can test its functionality. Therefore: run
the model for 5 seconds and check if indeed we can see the arm rotate over 30
degrees counter clockwise. If these are the only components in the model, the
number of Degrees of Freedom (use the Gruebler Count) must be zero.
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Parameterization of the component structure

After the first phase, the component is defined in a reasonably minimal (no super-
fluous markers) and readable (intuitive use of object names) method. However no
parameterization is applied yet, so no design study can yet be performed with it.

The following steps are required to fully parameterize the component:

e Ground.Ref_Robot will serve as a so-called Master to define the base location of
Arm__Part. Therefore, location and orientation of Ground.Arm__Reference are
parameterized to Ground.Ref Robot using the required buttons in the main tool-
box. In the figure below the steps required for parameterization of the orientation
are illustrated. Especially when you are not yet experienced in the ADAMS
parameterization method, check the results by opening the Slave Marker modify
dialog (as illustrated below).

22
| fie) %J.

B ‘Pardmeterize

Crigntation

Same As 5
Maintain =

Angle

Marme | Mdlground Arm_Reference

Location | (LOC_RELATIVE_TO({0.0, 0.0, 0.0}, .Mdl.ground. Ref_Robot))

Location Helative To |.Md|.gruund

Cure |

Cure RefeMgee Marker |

|TangentVeIDNJ|}{ | i | i |

| Orientation || (ORI_RELATIVE_TO(0.0, 0.0, 0.0}, .Mdl.ground. Ref_Rabot))

il Render | Icons

Orientation Relative Ta |.Md|.gruund

For understanding compare the definition of marker Mdl. Ground.Arm__Reference
with a non-parametric marker.

“ |
Marne | MdLPART 3 MARKER 7
Location |D.109?41?621 ,0.3223468448, 1.2500000161E-003
Location Relative To | adl
Curve |

Curve Reference Marker |

|Tangent “elocity J |}{ | Y |7

| Orientation ~||00,00,00
Orientation Relative To | hadl

Salver IO |7

oK | Apply | Close |
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figure below.

See the definition of the example marker Mdl.Part_3.Marker_7 above. Notice
which fields are not grayed out and the numbers (without brackets) in the
Location and Orientation fields. By definition, the numbers defining the
location and orientation of a non-parametric marker are global vectors and
follow the defined ADAMS/View units for length and angle. As soon as field
values contain text between brackets, ADAMS/View will assume an expres-
sion. By definition, ADAMS/View expressions for location and orientation
produce local vector variables.

Marker Ground.Arm__Reference will serve as local reference for Arm__Part and
its components. Therefore, in a similar approach as above, Arm__Part.Reference
will be made a Slave to Ground.Arm_Reference. The result is illustrated in the

..

Mame | MdlArm_Part. Reference

Lacation | (LOC_RELATWE_TOE0.0, 0.0, 0.0%, .Mdl. ground.Arm_Reference))
B Location Relative To | MddlArm_Part

Curve |

Curve Reference Marker |

- |Tangent‘v’elu:u:it},f J|}{ | if ‘ Z |

| Orientation || (ORI_RELATIVE_TO(0.0, 0.0, 0.0}, .Mdl.ground. Arm_Reference))

Orientation Relative Tao |.Md|.;‘l~rm_F’art

Effectively, marker Ground.Arm__Reference serves as global origin and marker
Arm__Part.Reference as local (part-owned) origin for part Arm__Part. Working
in this sequence, and using Arm__Part.Reference where possible as origin for
objects in Arm__Part is the advised method for parameterization in ADAMS but
is also an intuitive top-down method in general in a system approach to define a
structured parameterization of model components. As an example of the advan-
tage to use a part-owned origin: a copy of Arm__Part will result in a new part
Arm__Part_2 including all its child markers and geometry. All one has to do to
fix it to another global position is to make Arm__Part_2.Reference a slave to the
new global reference.
Continuing the process we will now make Arm__Part.Ref EndPoint a slave to
Arm__Part.Reference. At this point we will define the length of the link with the
design variable .Mdl.Len_Arm. The required basic steps are illustrated:
o Use the current length of the link and make Arm__Part.Ref EndPoint a
slave to Arm__Part.Reference use option Maintain in the Main Dialog
Lower window to freeze to the current value of the relative distance. In the
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illustration below the distance between these markers appears to be 0.7
meters. As a result, Ref EndPoint is defined in the frame of
Arm__Part.Reference at vector ({0.7,0.0,0.0}) m

>
28
)| 8

Parameterize

Location

1

Maintain -
Mame [ .Ml AuaSEET Ref EndPoint
Distance | =

\ Laocation (LOC_RELAT\E_TO({EI.?, 0.0, 0.0}, .Mdl.ground. Arrn_Reference))
[ Ml &rrm_Pan

Curve | \

Curve Reference Marker |

|Tangem\/elucﬂy J|X | Y | &Z |
Re”ded 4‘“’”5 [ rientation ~| [ (ORI_RELATIVE TO(0.0,0.0, 0.0}, .Mdl.Arm_Part.Referznce))

Orientation Relative To |.Md\ Arrn_Part

Loz elative To

o Define design variable .Mdl.Len_Arm as illustrated below. It is strongly
advised to use units=length. Defining the type of length units (in this
example Standard Value = (0.7m) ) is not required but may increase the
readability of the model settings. To avoid confusion we will define the
value equal to the value found in the parameterization of Ref EndPoint.

e?
1s/View Adams 2008 r1

it Eiew@m @imulate Heview Settings Tools Help Contrals TKC

BodiesiGen
Flexible Bodies
Paoint Mass
Materials
Joints. ..

Forceses

Ml e st

_ﬁ.
Name| ldllenArm

j Lnits | length

Function

Data Elements

Systemn Elements
Group

Ungroup

Controls Toolkit

Description of the TKC Toolbox

Type| Real

Mclaiel Value | (0.7m)

“Walue Range by| +- Delta Relative to Value
- Delta|-1

+ Delta| +1

[ Allow Optimizatian to ignore range

[ List of allowed values
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Now use Len_Arm in the expression for the location of Ref EndPoint .
This can be done using the Expression builder, or simply by text editing
the expression.

Name | Ml &rm_Pan.Ref_ EndPoint
Location | (LOC_RELATVE_TO({.Mdl.Len_Arm, 0.0, 0.0}, .Mdl. ground. Arrm_Reference))

Lacation Relative To mrm_Pan

You can check the expression by changing the value of Len_Arm, if all is
correct, the length of the link must change appropriately.

In the same way we will define design Width_Arm and Depth_Arm for the
size of the link

Variable Density will be used to define the total mass and inertia of
Arm__Part.

Variables T0_Motion, Dt_Motion and Amp_Angle are defined to parame-
terize the Run-Time function for motion Arm_Angle.

Finally, the component kinematics is completed with initial angle Ang_Init
of Ground.Arm__Reference relative to Ground.Ref_Robot. Notice that, as
ADAMS uses Z-X-Z Euler angles for transformations, Ang_Init is the first
component of the relative angle vector.

Marme | Mdl ground. Arm_Reference

Location | (LOC_RELATIVE_TO@0.0, 0.0, 0.0}, .Mdl.ground. Ref_Robot))

Location Relative To | Mdl ground

Curve |

Curve Reference Marker |

|Tangent “Welocity J |X | L@ | Iz

|Oriematinn j | (ORI_RELATIWE_TO(]. Mdl.Ang_Init, 0.0, 0.0}, .Mdl.ground. Ref_Robot))
Crientation Relative To | Mdl ground

e The last phase of the geometric parameterization of Arm__Part is also
the most cryptic: we will parameterize the local part reference frame
(Iprf) to coincide with the location and orientation of marker
Ground.Arm__Reference. Although is not mandatory to do so, there is
a number of good reasons to keep the lprf close to the cg of a part.
Another aspect to note is that parameterization of the lprf is usually the
last operation to perform; doing so before parameterizing part child
geometry may result in a geometry mess. The syntax to make the
Arm__Part lprf a slave to Ground.Arm__Reference is listed below.

Body [.Malarm_Par

Category |Name and Position j

Fleww Marme |

Salver 1D [2

Location | (LOC_RELATHWE_TO@E0.0, 0.0, 0.0}, .Mdl.ground. Arm_Reference))
Qrientation j | (OR_RELATINVE_TO0.0, 0.0, 0.0}, .Mdl ground. Arm_Reference))

Relative To | dl

[~ Planar

oK Apply Cancel
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The usage of the different design variables is illustrated below.

Link Narne

Mew Link Marne |

Cornrments
| Marker

J Marker
Width
Depth

Mame
Joint

Juint Type

Direction

Define Using

Body [ L. _Part
Category |Mass Properties
| Define Mass By |Genmetry and Density
| tdl. Arrn_Part. Reference Density |(Md| Density)
| Mal Arm_Pant Ref_EndPaint
[ (ML wridth_am)
[ (Ml Depth_am)
oK | Apply Cancel ‘
Show ca
‘.Md\.Arm_Revu\ute -
‘revulule
‘Rulalmnal j
‘Fun:tion j
Function (time) ‘ Mdl.Amp_Angle * STEP(Time . Wdl.TO_Motion 0.0, .Wdl.TO_Motion+ dl.Dt_Maotion 1.0} J

Below, the ADAMS Table Editor tool is used to illustrate the

definition of the different design variables mentioned.

]

x|

\o‘/‘ ” ﬂX] i=ﬂil |"Amp|itude of Arm hotion Angle" Apply | 0K

Real “alue |Units |Cumments |
Amp_Angle |(30.0d) "angle" |"Amp|itude of Arm Mation Angle” |
Ang_Init {(15.0d) "angle" "Arm Initial Angle"
Density (7801.0(kg/meter™3))  |"density” |"Density of Arm Part”
Depth_Arm | (5.0E-002rm) "length"  |"Depth of Arm Link Shape"
Ot Motion  |(2.0sec) "time" "Start Time of Arm Motion Angle”
Len_Arm 0.7rm) "length”  |"Length of Arm Link Shape”
TO Motion  |{1.0sec) “time" "Rampup Time of Arm Motion Angle”
Width_Arm (0. 1m) "length”  |"Width of Arm Link Shape”

" Pans ¢ Markers © Paints ¢ Joints ¢ Forces © Mations & “ariables

At this point, the component geometry, inertia and kinematics are fully para-
meterized. Check and verify correctness by changing variables and visually
checking and/or performing simulations. For the model at hand, simulations
must be performed without any warnings at any step in the simulation process.
Once this has been verified, the model is considered as successfully para-

meterized.
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Register the Component as a TKC C_UDE

Up to this point, all actions performed have been standard ADAMS. We may have
used some of the functionality in TKC (such as grid and/or icons displaying shortcuts)
but we did not create anything non-standard ADAMS. By registering the robot arm
component as a TKC component and its parameters as TKC data array we will extend
the (re-)usability of it.

The method for finally performing the registration of the component can vary from:

e A completely text based approach, i.e. editing all required ASCII files and incre-
mentally reloading the mother toolkit until all functionality is correct.

e To an almost completely GUI driven approach where model components are
extracted from the model into macros for the component to be defined.

In this example we will use a mixture of both. The explanation will be on ad-hoc
basis, mainly focusing on the principle of the process and not on details of the imple-
mentation.

In publishing the component to TKC the following actions are performed:

1. Definition of the interface of the component so TKC generic dialogs will be dis-
played with the correct number and type of input parameters (see marker
Reference and part Carrier). This can also include additional actions that must be
performed when creating, modifying or deleting this component.

2. Creation of the macro required to create an instance of the component (C_UDE)
in the active model and a data macro to create an instance of the data array
(D_UDE) required by these C_UDEs. The syntax of these macros will be shown
for the example of the Robot Arm.

Registration of the Component and its Interface

For step 1. we will use text editing to add the RobotArm to an existing Toolkit. The
required lines will copied from an existing component and adjusted where needed.
The final definition for the new RobotArm component is included in the figure below,
which is extracted from the configuration file _ATS.cfg of the ATS toolkit.

ﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁ
xxxxxxxxxxxxxxxxxxxxx CFG Versiom = 1.0
Toolkit = ATS
Date/Time = 0S-03-2005 /22:54
ﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁﬁ
EEGIN GROUP TOCOLKIT = ATS Toolkit
ALIAS = "alternative Tracked Systems” Header Text
COMMENT = "alvernative Tracked Systems Models"
|
UDE_TYPES =  "Rohotkrm", "Sprockest™ ¥
BEGIN_GROUF  UDE_TYPE = Robotlirm
COMMENT = "Morion or Torgue driven Robot Arm Manipulacor™ A
DEFL_NAME = "hrm"
DATA_EXT = "Robotlrm_*"
INPUT_NANES =  "Reference"” , "Carrier”
= arker . art : D=Groun
THPUT TYPES "Marker” "E p=G ar Define
INFUT INFOS =  "Robot Arm Reference Marker”, "Robot Arm Carrier Fart" RobotArm
SUBTYPES = "Rigigr C UDE
BEGIN_GROUF SUBTYPE = FRigid
COMMENT = "Morion driven Rigid Part based Robot Arm™
DATA_EXT =  "Robothrm_ Rigid"
END_GROUP  SUBTYPE = Rigid
END_GROUF UDE_TYPE = Robothirm \
|
BEGIN_GROUF UDE_TYPE = Sprocket Define
COMMENT = "Creates 3D Geometry of a Sprocker Wheel” next C UDE
DEFL_NAME = "Sprock” -
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Implementing the functionality in this cfg file is done by reloading the toolkit which is
done using the TKC Control Dialog. The figure below lists the steps for

1. Opening the TKC Control Dialog,

2. selecting the Toolkit to be Refreshed and Reloaded and

3. Refreshing and Reloading ATS

Basically refreshing means that all binary stored data for ATS is deleted which is
required when new toolkit functionality must be available in a session. When all
syntax rules are followed correctly, the ATS Toolkit Dialog will be displayed with
button stacks for the different available components in ATS. The functionality of the
ATS dedicated Dialog is comparable to that of the ADAMS Main Toolbox.

Definition of the Component Creation Macros

As mentioned, all syntax errors in the cfg file and/or in the available macro template
are reported in the TKC session. For the RobotArm two macro templates must exist:
RobotArm_Rigid.mac_cre and RobotArm_Rigid.mac_dat which can be verified from
_ATS.cfg as RobotArm only defines the subtype Rigid. Both macros fully apply to the
ADAMS/View command language syntax, and the templates are listed below.

! ========= «C_UDE Dlefinition File Header =============== J\
| ================-=  End_File_Header
!
'USER_ENTERED COMMAND 5 _Self I
|WRAP_IN_UNDO MO Macro Header
'
! === USER ENTERED FARLMETERS === Generic Part
! === Generic Parameters ===
'5The Model: T=Model:i ! Current Hodel
| $Mme : T=String:D="" ! {C_UDE) Object Base Name
'SDat.a_Nsme: T=A11:D=(MNaone) ! (D_UDE) Data Structure Chject
. A 4
I === Macro Specific Parameters ===
. A
' . -
'${Reference: T=Marker Macro Header
'§Carrier: T=Fart:D=Ground
'END_OF_PARAMETERS Specific Parameters
!
! BEGIN_ MACRO %_Self v
!
A
! === No Macro Code defined yet === Macro Body
'
'
! END_MACRO §_Self ” Empty
! D_UDE Definition File Header ======== A
! End File Header =ss=ssssss=====
) [
'USER_ENTERED COMMAND §_Selt
'WRAP_IN UNDC YES Macro Header

1

! $Mame : T=411 -
: all Generic
'END_OF_ PARAMETERS

! BEGIN MALCRO & Self

! === Define Internal Variahles ===

Macro Body
Specific

1
1
1
1
! === Last line of File ===
1

«—> €

The following rules apply to the macros:
e The *mac_cre macros have generic and specific parameters in a strict sequence:
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The_Model: Name of the current model,
Name: Text string with the base name of the C_UDE to be defined,
Data_Name: Name of the D_UDE model object to be used by the C_UDE.

. The remaining parameters of the macro are the specific input
parameters for the C_UDE, they must be listed in the INPUT_NAMES
definition line in the toolkit cfg file. For the RobotArm these inputs are
Reference and Carrier.

e The *mac_dat macros typically only have one parameters representing the name
of the D_UDE model object (defined as a parent design variable). A completed
* mac_dat macro will typically contain definition lines for all design variables in
the D_UDE array structure.

NS

Now we have defined RobotArm as a new (but completely empty) component of the
toolkit ATS without any component data whatsoever. We will add contents (i.e. code)
to RobotArm by encapsulating the existing parameterized model object into a
RobotArm model instance and storing this as the new definition of a Rigid RobotArm
structure and data for a Rigid RobotArm.

The encapsulation starts by defining an empty RobotArm. To avoid naming errors, as
the model code extraction is based on object names we will define a D_UDE named
DDD and a C_UDE named CCC (of course you may also use other unlikely names).

- [Tlx] - O]

>l <

|4lterm ed S e —— k P - [B]x]
: m Name || Md.CCC k sl x| <[ Long Help| Repon

m RobotArn (@ Data |[.MalooD 1 F Rigid ’ B
kb i
] L e E‘Rig\d ~ Bemap

Infa
%@ RobatArm
D_UDE <DDD= has <0z Sub-Components
ujt|d

% - Reference | Mdl. ground. Ref_Robot n
Carrier | .Mdl. Groypd
Create <.Mdl.CCC>

Set Del | Manage :'-a

<0 Yars set for <DDD=

p—
—
—

Lt b+ L+ L+ |+ 1+

E—

WO EME0 | Mone -

' Read Witk || DOD [User ]

& o |CH ¥ GEme

3 Aﬂy Mo Data File
Debuy Off e l A - +
ebug Il 5

The step-by step creation of DDD and CCC is shown using the figure above:
Press the button on the ATS dialog to open the generic C_UDE dialog,
Enter the names for CCC and DDD to be defined,

Press the Data button to open the generic D_UDE Dialog,

Verify the right Sub-Component type, in this case only Rigid exists,

Create the D_UDE DDD, the labels on the D_UDE dialog will change, here
yellow means a new object and green means an existing object,

SNk W=
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6. Complete the input fields for CCC. To encapsulate the existing arm, use the same
inputs: Reference = .Mdl.Ground.Ref_Robot and Carrier = .Mdl.Ground,
7. Create the C_UDE CCC.

Both on the C_UDE and on the D_UDE the label on the Create button will switch to
set to denote that the object indeed exists and can be updated when pressing this but-
ton (in general this is not used often).

Next, the figure below shows the presence of .MdIl.CCC and .Mdl.DDD. Both objects
can be edited (i.e. the C_UDE or D_UDE dialog will be opened) when clicking the
respective buttons on the bottom main toolbar. A tree view of objects in CCC and
DDD is listed in a selective view of the database navigator on all design variables
(Build, Design Variable, Modify) in Mdl. From the child variables of CCC and DDD
we can extract some of the functionality of TKC. Basically, TKC C_UDEs and
D_UDE:s store their respective properties using object and/or string child variables.

| File' Edit View Buibd

+ Dacal TRC
— DD
DatahDir
Data_Rile
Data Master
D_Ude_SubTyps
D_Ude_Tgpe
File_Extension
Pegistered
UDE_Id
UDE_Info

+ UDE{Users
Ded'Z Pad

g v Filter |’ |Elrnwse

vl Al Objects -
Sort by | Type *| I Highlight

The final publication of the desired macro code is done in the following steps:

1. Renaming objects to become part of CCC.
The following renames are done:

o MdlL.Arm__Part > .Mdl.CCC__Part

o MdlL.Arm__Revolute > .Mdl.CCC_Revolute

®  MdlL.Arm__Angle > .Mdl.CCC__Angle

o Mdl.Ground.Arm__Reference = .Mdl.Ground.CCC__Reference

Although this procedure may seem a bit cryptic, actually it is very structured:

e All objects belonging to CCC must have a base name starting with the string
cCcC__
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e For all model objects in the top level of a model, such as parts constraints,
motions, forces and measures this is the string following the model name.

e For markers and geometries, or in general children to parts, either the base
name must start with CCC___ (in case the parent part is not inside the C_UDE)

or the part name starts with CCC__.

2. Verify if the encapsulation of Model objects into CCC is complete and successful.
A dedicated TKC button is defined in the main Object Pulldown. Using this
button one can manipulate any TKC-based model objects. The procedure to access

this functionality is shown below.

The figure below shows two general methods to manipulate a TKC C_UDE:

a) by opening the C_UDE modify dialog (lower 1), making a right mouse click in
the Name field (2), doing a pull down walk-through until the C_UDE object can

be hidden or displayed or manipulated in another way (3, 4, 5).

b) by right clicking on an object in the model view belonging to a C_UDE (upper
1), walking through the pull down menus one will obtain the same function (4, 5) .

Add Single Object

Md1.coo

2 Z. ATS RobotArm Rigid
> «| Held 2
ame -
Data Mdl.DDD § F—
e
Inf 7

MdLCCC

Modify
Appearance
Info
Measure
Copy
Delete
Rename

(De)activate

Notice that, as in ADAMS standard, many of the TKC manipulations are using the
Select List. Thus, opening the Select List Manager (6) will show all objects contained

in C_UDE CCC.

Now all model objects required for the Robot Arm have been encapsulated into CCC
and will be treated as any other TKC C_UDE child object. Next we will encapsulate
all necessary design variables into DDD. Effectively, in the ADAMS session we will
use the Edit D_UDE Dialog and import the design variables into DDD. The required

actions are shown in the figure below:

.Mdl. ground. CCC_Reference

Infa
Madify

Register

Object Name Add

AddfRemove Multiple Objects

Narne Filter 4
Type Filter Body | Body =
Scope Mdl

¥ Expand Groups

Remove ‘ Close

Shegw Component
Hida Camponent

ns

Shaw All Markers

Hide Measures
Force Vectors
Shaw Other
Hide Other
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File Edit View Build Simulate Revew Settings Tools Help
Controls TKC

Twidth_arm

Import{[TMdl.Depth_An Cre | Ren| Del | Apply
Comments \W af Arm Link Shape

+ Len_am 01 Real || Real value m.1m)
o width_arm 02 Real ¢+ Units [1enath =]
(] | Range A Delate |[-1.0,1.0
4 Allpffed Delete ||
(o Betta Type [relative |
B Use Range [ves |
I Use Allowed g =]
168 (=1E3) Integer valus |
Toalkit Name ke Object Mame |
Lasd | Unload | Refresh | |3
Dialag | Edit | Info | a |

e |/ ooD

Reload Macros | | maaq
[~ Debu: Werhose OF [~ Pause Info | Complete - Info n - No Data Fila
Clones W ExpertUser [ MNew Madify [ Filters On Set |' | Edn| Al =|| =

Apply | Parent | Children | Modify [ verbose Clear | Read from File | Save to File Close

8| clese

(21:09:5%): Var. =.Mdl_ Len_Arms imported as <Len Arms
(21:09:5%): Var. =.Mdl Widch Arm- imported as <Widch_Arms

Open the TKC Control Dialog to

Switch to Expert User Mode to show the Edit button on the D_UDE dialog,

Open the D_UDE Dialog for DDD and

click on the Edit button to edit the design variable children of DDD,

In the Edit D_UDE Dialog variables can be listed, added, deleted and type and
comments can be modified,

Click on Import and browse for the variables used by CCC, after successful
import, the D_UDE Dialog will directly report the variables as children of DDD.

Sk W=

=

Effectively, variable .Mdl.Len_Arm will be made a child of DDD by renaming it to
.Mdl.DDD.Len_Arm. All properties of the design variable will be maintained and can
be edited at will.

Also you can add additional design variables to complete the RobotArm. For example
we will add variable .Mdl.DDD.Color to define the color of a certain instance of the
RobotArm. The steps for defining and using this color variable are explained below.

L3

File Edit View Build Simulate Review Settings Tools Help Controls TKC

> 2|® Long Help| Repor Edit Var 9 <Color> of <DDD>
Wata | va.ooD E Long [INEE object =] | A [ v |w

| Sub Typs [ Rigid = # | shot [Gor 1 | [color =
.

Import e Cre | Ren | Del | _Apply

Object: <DDD> = <ATS. RobotArm Rigid> Comments T=Color T Companent 4 2

Len_Arm [erm  orea | FEGREUSN /I

Width_Arm [eim @R Units [time / -
Depth_Arm [oEomm — mRe Range  Delste || 4
Density @01 Dfg/meter3) 04 Real [ Alowed Delete [ A
Ang_Init [0s0e  5Resl DeltaType | abspflte
Amp_Angle ooy B R UseRange  [pff

TO_Mation (10 Dsec) 07 Real Use Allowed _/Jno
Dt_Motion (20sec) 05 Real [
TMdl.DDD.Calor) Color colors. YELLOW il jama [ colors YELLOW
Color Seope [ Al 0o . < Object Type = <Color>
Render @ Filled © Wirshtame [ alv] v e ] |
0
Transparency |‘ )| eze wrre [ooD [User =]
4L Info | W, AN Any Mo Data File FileName |

Sat ‘ Del ‘ Ed|t| Al -] e
Stors | Info | Update 8| _Close

4

Lo L]l

Entity [ Mdl.CCC_Angle

Type | Motion

@ On © Off © Inherit

C On

& Off € Inheri

L L+ L+ L+ L+ L+ b+ |+ |+ |+

[lcon size  -|[50E002

oK | apply | Cancal

1. In the Edit D_UDE Dialog Type Color in the Short Name Field. Set the type
selector to object and enter the object value .Colors.Yellow to define the color
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properties. For extra documentation you may add a leading string “T=Color |” to

the variable Comments value.

2. Press the Cre button to finally create the color variable,

As the Update toggle button is true, automatically the D_UDE Dialog is updated

with a line with properties for .MdIl.DDD.Color,

4. The object variable .Mdl.DDD.Color can now be applied to the objects in CCC by
right clicking on an object and opening its Appearance Dialog. The name of the
Color can be copied and pasted from the Long Name field value in the Edit
D_UDE Dialog.

»

Formatted storage of the D_UDE data structure to a *.mac_dat file is performed by
pressing the Store button in the Edit D_UDE dialog. The sequence of the variables in
the data file can changed by hand editing (i.e. to obtain a better grouping of variables).
The info panel displays messages about the name of the *.mac_dat file and the
number of variables stored.

y: C.H. Verheul, infoBSayfield.nl

| Eaverienameeton E
Long | .Mdl.DDD.Len_Am | real <] i A v]w] o Ex ni Rebotirm Rigid

End File Header
Short [Len_Am [ Len_am | i

Import Cre | Ren| Del | apply ||| 'vsza_ewTERED_commann ¢_sels

WRAP_IN_UNDO YES

Comments [ Length of Arm Link Shape I
|$Neme:  T=All
s s
T Tlngih _OF_PARAMETERS
d ! BEGIN_NACRO §_selt
Range  Delete | !
| ==== Internal Varishles ==============
Allowed Delete ! PR SRR
Delta Type ‘absmme ( j Var Create Var = $Name.Color Object = .colors.¥ELLOW Comment = "T=Color | Component
Use Allowed [ no |
War Creste Var = SNawe.lLen Arm Real = (0.7m)  Units = Length Comwent = "Length of Arm Link
_‘ A Var Create Var - $Neme.Width_Arm Real - (0.imi  Units - Length Comment = "Width of Arm Link §
: /2 Var Create Var = §Name.Depth_Arm Real = (5.0E-002mi  Units - Length Comment = "bepth of Arm Link &
B Var Creste Var = $Neme.ing Inmit Real = (15.0a)  Units = ingle Comment = "Arm Initisl Angle”

Name . ip_Angle Real = (30.0d)  Units = kngle Comment = "implitude of Arm Ho

Suing Vake | /- e v e -
Var Create WVar = §Nawe.T0 Motion Real = (10.0see)  Units = Time Comment = "Rewpup Time of Arm
Var Create Var = $Newe.Dt_Motion Real = (2.0seed  Units = Tiwe Comment = "Start Time of Arm I

[ — | ======== Last line of File =======

Store | Info [ Update

spply | Parent | Chilaren | Modiy [ verbnse Clear | Read from File | Save to File Close

(23:00:03): Creating Backup for D_UDE Definition File <C:/MSC.Sofware/TRC/TRC_Site/ATS/Roboshrn_Rigid mac_dat:
(23:00:03): Uriting <> Vars. for <Sitar D UDE <DDD> to Fila <C:/MSC.Seftwars/TKC/THC Site/ATS/Robotivn Rigid mac dats

At this point, the C_UDE equations for the Robot Arm can be exported to the macro
file. This requires the following steps:

1. Open the Toolkit Creator Control Dialog,

2. Switch to TKC Expert User Mode,

3. In Expert User Mode, open the C_UDE Dialog which now shows an additional

Store button
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w # Adams/View Adams 2008 r1
File Edit Miew Build Simulate Review Settings Tools

hidl

| Parent | Ch\ldrenl Iodify |I— Werbose

Clear | Read from File | Save to File |

paa [[MaDpD ¢
T —— I

Refersnce | .Mdl ground. Ref_Robot
Carier | Mdl.ground

Toolkit Creator Control Dialog,

i18:

{18:
18:

i18:

{18:

i18:
i18:

i18:

: Uriting Macro for UDE <ATS.Robotirms of <Loadeds Toolkit <ATS»
Creating Backup For File <C:/MSC.Software/TRC/THC Sits/ATS/Robotirm Rigid mac cres

Copying Model <.Mdl* to <.The Model>
: Model Copy and Cleanup Ready

== Text Conversion Strings =
-The_Model.ground. Ref_Robot_
-The_Model.ground. Ref_Robot
-The_Model. ground_

_The Model. ground

_The_HModel DDD

The Madel.

_GEC,
BEE_
.cee
cce
End Text Conversion Strings =

: Writing External Part Children
Uriting <1+ Internal Parts snd Part Children
Uriting <1> Constraint Objects

Uriting <1> Coupler & Motion Objects
Uriting s3> Object Colors

5312

Toalkit | All Loaded =
Group |Loaded =
Add

r Debu@l‘ Werboze OF [~ Pause Info | Complete 57

W ExpertUser [~ MewModify [ Filters On

Load | Unload | Refresh
Dialog | Edit Info

Reload Macros

Clones

[~ Slow
[~ Debug Off

2
i®

B

4. Click the Store button to activate the macro export.
5. The Info dialog reports textual info on the export process. The info lines indicate
the place holders used and the number of model objects exported to the macro.
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4 'Peference’_
$laference
$Carrier’_
$Carrier
$Data Haue
§The Model.
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The formatted text in the body of the C_UDE creation macro is listed below.
Please replace all instances of $‘Name’_ by $‘Name’__

T
! ==== UDE External Part Child Chiects ====
! Data_Name
Harker Create Marker = SCarrier.§'Mame! Reference &
Loc = (LOC_RELATIVE TO{{0.0, 0.0, 0.0}, §Referencel) s Carrier
Oori = (ORI_RELATIVE_TO({SDat,a_Name.Ang_Inlt,, 0.0, 0.0}, GReference))
'
! === Define Part === Reference
'
Part Create Rigid Mame Part = §The_Model.§'MNeme!) Part & Name
Loc = (LOC_RELATIVE TO({0.0, 0.0, 0.0}, $Carrier §'Name') Reference)) &
ori = (ORI_RELATIVE TO({0.0, 0.0, 0.0}, icarrler.S'Name'_Referenc:e)]
'
Marker — Create Marker = §The Model.§'Name') Part.Reference &
Loc = (LOC_RELATIVE_TO{{0.0, 0.0, 0.0, iCarrier.§'Name’) Reference)) £
ori = (ORI _RELATIVE ToO{{0.0, 0.0, 0.0}, 1Carr1er.S'Name'iReference)]
'
Marker — Create Marker = $The Model.§'Mawe!) Part.cm &£
Loe = 0.0, 0.0, 0.0 &
ori = 0.0, 0.0, 0.0
'
Marker Create Marker = §The Model.§'Name', Part.Ref EndPoint &
Loc = (LOCiRELATIVEiTO({SDataﬁName.LenﬁArm, 0.0, 0.0}, $The71‘lodel.S'Name'iPart.Referem:e]] &
ori = {(ORI_RELATIVE TO({0.0, 0.0, 0.0} , §The_Model.§'Newe' Part.Reference))
'
I ==== Inertia and geometries for Part
'
Part Create Rigid Mass Part = (The Model.§ 'Nawe'; Part Density = [§Data Nawe.Densicy)
'
Geometry Create Shape Link Link = STheiPlodel.S'Name'iPart.Shape &
I_Marker = §The_Model.§'Mame' Part.Reference &
J_Marker = $The Model.§'Mame! Part.Ref Endpoint &
Widch = (SDataiName.Uidthiirm) &
Depth = (iData_Name.Depth Arm)
'
! === Constraint and Motion Ohjects ===—
'
Constraint Create Joint Revolute Joint = §The Model.§'Named Revolute &
I_Marker = §The_Nodel.§'Name' Part.Reference &
J_Marker = (Carrier.f'Nams! Reference
!
Constraint Create Motion Motion = §The Model.§'Mame') ngle &
Joint = §The_Model.§'Neme'. Revolute &
Type = Rotational &
Function = "§Data Name.lmp Angle * STEP (Time, §Data Name.TO_Motion , 0.0, $Data Newe.TO_Motion+iData Neme.Dt_Motion,1.0)" &
Time_Der = Displacement
'
! === Ohbject Colors ===
'
Entity Attributes Entity_Mame = §The Modeli§'Mame! Part Color = (§Data Nawe.Color)
Entity Attributes Entity MNawe = §The Modeli§'MName’ Revolute Color = (§Data Nawe.Color)
Entity Lttributes Entity Mame = §The Modell§'Meame! hngle Color = (§Data Newe.Color)
'
! === Last line of File ===
'

After some text simplifications, the relevant parameters of the macro are color
highlighted to illustrate their use for the definition of objects in the component.
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